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1. INTRODUCTION

Today, technology advances by leaps and bounds, thus demanding new forms of communication between the different applications of companies since its main objective is to provide a quality product and service. Companies are looking to optimize the activities in their processes with the new technologies that the industry offers, however, this imposes a considerable investment for such implementation.
At a business level, both in the private and public sector, software development is carried out to meet the needs of automation of internal processes, this development has followed the trends imposed by the platform, programming language or by the experience of the development area. This results in the implementation of traditional or monolithic construction system.

A bad choice in the architecture now of the delivery of the systems, represents dissatisfaction in the final client and for the organizations considerable nonnegotiable losses.

Organizations are interested in providing robust and scalable systems. As business processes are carried out in complex technological information spaces, the integration of existing information systems becomes an important basis for the technical implementation of business processes.

2. ANALYSIS OF MONOLITHIC APPLICATIONS FOR THEIR MIGRATION TO SOA-BASED ARCHITECTURES

A computer application is a software that allows the user to perform one or more types of work, there are types of applications:

- Monolithic Applications.
- Client/Server applications.
- 2, 3, N layer applications.
- Distributed Applications.

Monolithic applications are those that the three parts form a whole and are executed in the same computer: User interface, Logic or business rules, and Data management. [1]

A monolithic architecture is a single unit, which is composed of three parts: data access also called the Model layer, a user interface such as a view, and the controller which communicates the database layer with the interface layer. [8]

Monolithic applications employ technology that limits the availability of tools that are indispensable for deploying the system.

This architecture is designed to be considered autonomous, its components linked in the code are deployed within a single compiler in the programming language where the application is made, forced to be interconnected and dependent on itself for its functionality.

From a business point of view, the design was considered one of the first software applications to be developed with important advantages such as single file execution, single deployment, and ease of development. By implementing this architecture, the development of monolithic applications was less expensive, so focus on single-file deployment functionality.

For a company when choosing to implement a monolithic architecture, it must take into account the business logic and consider that it is not convenient to tie the application to a single unit, but rather decide on an architecture that allows scalability, interoperability, and ease of implementation.
To put in context today, developing a CRM (Customer Relationship Management) with monolithic architecture where you have complex functionality and business logic in growth, where you must make deployment of all the development by the slightest change to a component, involves a high risk of errors and/or failures in the deployment and updating of the application, therefore it is done less frequently, as it requires more test cycles and communication between development teams. Also, the quality of code maintenance is not guaranteed, and it is very difficult to find dependencies between different modules.

In particular, a company, wanting to make a functional change, will face the problem of deployment and will have its developers attentive to the failures, as well as coexist with the contingencies until the corrections are made and an update is deployed.

Using an alternative architecture that allows scalability, flexibility, interoperability, autonomy, and efficiency to the multifunctional management is possible since the Service Oriented Architecture (SOA) has a lot to contribute.

3. SERVICE ORIENTED ARCHITECTURE (SOA) TO DESIGN AND IMPLEMENT WEB SERVICES

Now, with the great apogee in which the Internet is found, the term Web Services is very common as software artifacts from which more complex applications can be built.

According to the National Institute of Standards and Technology (NIST), the Web Service is a layered architecture consisting of (1) the Web Services layer, (2) the Web Service framework layer, and (3) the Web Server layer. According to Mokbel and Jiajin (2008), the objective of designing security architecture is to summarize the security details at the level of the business logic message. The ISO-WSP (Web Services Platforms) is an information flow architecture that decomposes the WSP into two parts and runs in different protection domains: (1) the T-WSP: handles the security of confidential data and (2) the U-WSP: contains extensive code that provides the normal functionality of the WS (Singaravelu, Wei and Pu, 2008).

According to the W3C, a Web Service is: "A software application identified by a URI, whose interface and links are capable of being defined, described and discovered as XML artifacts. A web service supports direct interaction with other software agents using XML-based messages exchanged through Internet-based protocols".

Web Services allow linking, using different protocols, any kind of technology or service on the web, making legacy applications communicate with other applications of an organization or any third party.

The implementation of these components, the Web Services, has become massive, is an important point of value for the organizations, since there converge several business cores by which vital information for the organizations is transferred, from personal data, financial information, to all type of information that can be typified as confidential.

For many companies, building their systems with a web service-oriented architecture makes it easier to publish the system to the world, as well as being used internally by their developers. This statement allows each team to choose the development tools they want to use to build their projects without affecting the link with other systems.
The intention to compose a Web Service to be used in any organization in the environment or any other person has made possible the creation of languages and formal standards of definition of the same. However, the high abstraction for manufacturing and specification makes it very difficult to understand. It should be emphasized that a Web Service is an interface to the outside world of a software application that can be attacked or violated.

Every Web Service has a specification that provides the necessary information to invoke it. One of the best-known description standards is WSDL (Web Service Definition Language) [3]. The WSDL specification is an XML language, having defined rules where each Web Service component is specified.

As shown in illustration 1, just as the WSDL file is useful for a software developer or anyone who can implement it to make use of the web service it describes, it also has the possibility of giving information to unwanted agents or even exposing vulnerabilities in the web service. Considering that there are tools that generate WSDL automatically for a Web Service, with a high level of attention to the information that is published is not exempt from low control. Such control is very important for those Web Services that belong to banks, online shopping services, among others.

Competing companies can learn the know-how and manage to copy the design to offer similar and competitive services. But it's not just about competition, security attacks such as information espionage, customer impersonation, command injection, and denial of service are also possible as attackers can learn about the data exchanged and the invocation patterns of WSDL documents. While the readability of service descriptions makes web services recognizable, it also contributes to service vulnerability [4].

3.1 SOA versus microservices architecture

SOA is a style of Software Architecture based on the definition of reusable services, with well-defined public interfaces, where service providers and consumers interact in a decoupled way to carry out business processes. It is based on four basic abstractions: services, application frontend, service repository, and service bus. A service consists of an implementation that provides business logic and data, a service contract, the restrictions for the consumer, and an interface that physically exposes the functionality. Application frontends consume
services by forming business processes. A service repository stores the service contracts and the service bus interconnects the application frontend and the services. [10]

The two most used architectural approaches for remote APIs are service-oriented architecture (SOA) and microservices architecture. SOA is the older of the two and began as an enhancement of monolithic applications. Instead of using a single application that does everything, you can use several applications that provide different functions and have no direct connection, all thanks to an integration pattern, such as an enterprise service bus (ESB). [9]

However, in many respects' SOA is much easier than a monolithic architecture, carrying a risk of cascading changes to the environment as long as the interactions of the components are not completely understood. This additional difficulty may be present in several of the problems that SOA aims to solve.

However, given the complex and changing nature of business requirements in the context of today's organizations, it is recommended that an incremental iterative approach be followed as a way of dealing with these changes, and with a strong focus on the generation of intermediate products as a way of obtaining key products in the advancement of the business that provides visibility over the development. [11]

4. MICROSERVICE-ORIENTED ARCHITECTURE

Microservice architectures are similar to SOA standards in that services are specialized and not directly connected. But they also break down traditional architectures into smaller parts. Microservice architecture services use a common messaging framework, such as RESTful's APIs. They use RESTful APIs to communicate with each other, without the need for complex data conversion operations or additional integration layers. Using RESTful APIs allows and even encourages the faster distribution of new functions and updates. Each service is independent. A service can be replaced, enhanced, or dropped, without affecting the other services in the architecture. This lightweight architecture optimizes distributed or cloud resources and supports the dynamic scalability of individual services. [9]

4.1. Features implemented by a REST architecture

REST is not a standard; it clearly defines architectural principles to be followed when implementing web applications or services. However, REST is based on standards for its implementation: HTTP, XML. REST services have the following characteristics:

- The most important operations that allow the manipulation of resources are four: GET to consult and read; POST to create; PUT to edit; DELETE to delete.
- The use of hypermedia to allow the client to navigate through the different resources of a REST API through HTML links.
- The REST API responses are usually JSON regardless of the language used.

4.2 Restrictions defining RESTful APIs

APIs are RESTful if they comply with 6 fundamental restrictions of a RESTful system:
1) Client-server architecture: this restriction keeps the REST architecture composed of clients, servers, and resources, managing the requests or requests with HTTP.

2) Stateless: for this restriction, the content of the clients is never stored in the server between requests, therefore the information about the state of the session remains in the client.

3) Cache capacity: client-side caching eliminates the need and consumption of memory when making client-server interactions.

4) Layered systems: client-server interactions achieve additional layered mediations, which allow for other functionalities such as load balancing, shared caches, or the same security.

5) On-demand code: servers can extend the functions of a client by transferring executable code.

6) Uniform interface: defines a generic interface to manage each client-server interaction in a uniform manner, which separates and simplifies the architecture. However, it is fundamental to the design of RESTful APIs to include 4 aspects:

   a. Identification of resources in requests: resources are identified in requests and these are separated from the representations that are returned to the client.

   b. Managing resources through representations: customers can receive files that represent resources. These representations must have sufficient information to be able to be modified or deleted.

   c. Self-describing messages: Each message returned to the client contains sufficient information to describe how the information should be processed.

   d. Hypermedia is the application status engine: after accessing a resource, the REST client must be able to discover through hyperlinks all other actions that are currently available.

These limitations may seem too many, but they are much simpler than a previously defined protocol. Therefore, RESTful APIs are becoming more common than SOAP APIs.

In recent years, the OpenAPI specification has become a common standard for defining RESTful APIs. OpenAPI establishes a language-independent way for developers to design REST API interfaces, allowing users to understand them with minimal effort. [9]

5. GraphQL, THE REST API REPLACEMENT?

GraphQL is a technology developed by the company Facebook initially in 2012 internally and then decide to publish for free use worldwide in 2015. This initiative is developed due to the need identified by the company to redesign the data search model to an API that will not take much effort on the part of the server to prepare the data and on the part of the client to transform it and adapt it to use. [12]

GraphQL and REST are two architectural mechanisms that are on different levels since GraphQL is a technology and REST is an architectural style. According to Eizinger (2017), there are three possible approaches to comparing these two mechanisms:

1) Generalize GraphQL and raise it to the level of an architectural style.

2) Specialize REST, that is, create a technology that follows the restrictions of the style perfectly.

3) Use only the architectural principles of each mechanism for comparison.
GraphQL requires an interface provided by a server, which must process queries and return a set of data specified by the client. It can use an API gateway in which access to external systems can be encapsulated [14]. The query service is an instance that runs separately from the client and can be considered as a web service. The GraphQL server allows the client to send more powerful queries than would be possible with another standard such as SOAP or RESTful.

It is a strongly typed query language developed by Facebook, which provides a flexible syntax to describe the data requirements and interactions to create applications [15], and later launched the service as a draft language specification [16]. The language was conceived for several general objectives, such as reducing the data transparency overhead about REST-like web service models, in terms of both the amount of data unnecessarily transferred, and the number of separate queries required to do so; as well as reducing errors caused by invalid queries from the customer and supporting an evolving data model without the need for API versions.

6. WHY IMPLEMENT REST ARCHITECTURE IN A COMPANY

There is currently no application or project that does not have an API REST for generating services from an application. Many companies generate business thanks to REST and its APIs.

Organizations and companies like Twitter, Amazon, Facebook, Google, among many others, work with REST. Currently, small companies are starting to integrate them into their platforms, as they have realized that they help them to increase their profits, allowing them to improve the quality and functionality of their platforms. Since, the use of REST architecture in companies, provide multiple benefits when improving the organization's processes. Without REST, all horizontal growth would be virtually impossible. This is because REST is the most logical, efficient, and common standard in the creation of APIs for Internet services.

However, in graph 1 we can see the strength that REST has concerning SOA and GraphQL, however, we can say in favor of GraphQL that it is more recent and therefore has less popularity. But regarding SOA, which is an older architecture than REST and taking as a starting point the year 2004 until today, objectively we can say that between 2004 and 2008 the use of REST and SOA was very equal, and clearly, we can see that although REST was recent and seemed to be the fashion, it was not here to stay and it has been demonstrated since 2008 when it was taken off from SOA and companies started to implement REST to their applications and since that date REST is shown and has been shown as the best alternative for the development of business applications.

However, it is worth mentioning that today while REST is still strong, SOA is losing interest, and below we have GraphQL that is gaining strength for implementation in developments.
It is worth mentioning that REST has been gaining strength at an impressive speed and more with the arrival of NodeJS and NoSQL databases like MongoDB. However, with the advent of the Internet of Things (IoT) more and more devices are being connected to the Internet that needs to be integrated, making this a great opportunity for REST to continue with that strength that was mentioned above.

CONCLUSIONS

Many big organizations still implement SOA and do not invest in architecture with higher performance and integration measures like REST because the change brings a series of modifications and time, and a company, if it knows that there is something that works for them, does not put its business at risk, even though it knows that REST brings great benefits already mentioned.

Most clients prefer the REST standard. Many companies have invested and bet on SOAP, but it is evident that the developers prefer, in many cases, a simpler form of data manipulation like what REST offers.

When REST appears, it has a greater acceptance, that is why it will depend on the changing technology. Also, it is much easier to find web content and services that are based on the REST architecture. Although implementing a REST web service is a little easier than using SOA.

An implementation following the REST architectural style in an API has a faster response time than an API created with GraphQL technology. As we know REST imposes that the cache should be used to avoid making unnecessary requests to the server and thus increase the speed of the interactions between the client and the server, while GraphQL as a technology does not naturally offer this middleware.

Do not discard that very shortly we will talk more about GraphQL as opposed to REST since the performance that GraphQL provides us is considered.
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